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The STAT Spring 2018 GU4206-GR5206 Final Exam is open notes, open book(s), open computer and online resources are allowed. Students are **not** allowed to communicate with any other people regarding the final with the exception of the instructor (Gabriel Young) and TA (Fan Gao). This includes emailing fellow students, using WeChat and other similar forms of communication. If there is any suspicious of students cheating, further investigation will take place. If students do not follow the guidelines, they will receive a zero on the exam and potentially face more severe consequences. The exam will be posted on Canvas at 9:00AM. Students are required to submit both the .pdf and .Rmd files on Canvas (or .html if you must) by 12:00PM. Late exams will not be accepted. If for some reason you are unable to upload the completed exam on Canvas by 12:00PM, them immediately email the markdown file to the course TA.

# Part 1: Simulation [40 pts]

In this section, we consider a **mixture** of two normal distributions. Here we assume that our random variable is governed by the probability density , defined by where and the parameter space is defined by , , and . The **mixture parameter** governs how much mass gets placed on the first distribution and the complement of governs how much mass gets placed on the other distribution .

In our setting, suppose that we are simulating heights from the population of both males and females. Assume that males are distributed normal with mean and standard deviation and females are distributed normal with mean and standard deviation . Also assume that each distribution contributes equal mass, i.e., set the mixture parameter to . The distribution of males is governed by

and the distribution of females is governed by

The goal is to **simulate** from the **mixture distribution**

where using the accept-reject algorithm.

## Perform the following tasks:

1. [10 pts] Using **ggplot**, graph , and the mixture all on the same plot. Make sure the plot includes a legend and is labeled appropriately.

# Solution goes here   
  
library(ggplot2)  
x <- seq(30,100,by=0.1)  
f1 <- dnorm(x,mean=70,sd=3)  
  
f2 <- dnorm(x,mean=64,sd=2.5)  
  
# 目标函数f要写成函数 因为后续会用到  
f <- function(x){  
 0.5\*dnorm(x,mean=70,sd=3)+ 0.5\*dnorm(x,mean=64,sd=2.5)  
}  
  
  
  
# ggplot绘图的简便方法：  
# 1、数据准备：把x和所有y直接写入一个dataframe中，再把列名写为图例中想要的列名  
# 2、绘图：分开来画，每一个col都放在aes()内，且一列名命名  
new <- data.frame(x,f1,f2,f(x))  
colnames(new) = c("x","male","female","mixture")  
ggplot(data = new) +   
 geom\_line(mapping = aes(x=x, y = male, col = "male")) +   
 geom\_line(mapping = aes(x=x, y = female,col = "female")) +   
 geom\_line(mapping = aes(x=x, y = mixture,col = "mixture"))+  
 labs(title = "Plot of three functions", x = "x", y = "y")
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#ggolot画图准备工作：先把数据都写到dataframe中，x和name需要以重复形式给出--------  
data <- data.frame(x=c(x,x,x),  
 y=c(f1,f2,f(x)),  
 name = c(rep("male",length(x)),rep("female",length(x)),rep("mixed",length(x))))  
# 图例的名字即为这里第三列的列名  
  
  
library(ggplot2)  
ggplot(data = data) +  
 geom\_line(mapping = aes(x = x, y = y, col= name)) +   
 labs(title = "Plot of three functions", x = "x", y = "y")
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1. [25 pts] Use the **accept-reject** algorithm to simulate from this mixture distribution. To receive full credit:

2.i) [5 pts]

# Solution goes here   
g <- function(x){  
 result <- dnorm(x,mean=65,sd=5) #通过后面的绘图，来调整mean和sd  
 return(result)  
}  
  
# 找最大值的方法：  
x[which.max(f(x))]

## [1] 64.7

f(x[which.max(f(x))])

## [1] 0.09068553

2.ii) [10 pts] By inspection, we see that choosing allows to be greater than for all and the envelope sits relatively close to the target distribution.

# Solution goes here   
  
# alpha要写死 或者给出默认值  
e <- function(x,alpha=0.44){  
 ex <- g(x)/alpha  
 return(ex)  
}  
  
x1 <- seq(40,90,0.01)  
  
plot(x1,f(x1),col="blue",type="l",ylim = c(0,1))  
lines(x1,e(x1,0.44),col="red")
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#-----------用ggplot2 画图  
x.vec <-seq(30,100,by=.1)  
ggplot()+  
 geom\_line(mapping =aes(x = x.vec, y =f(x.vec)),col="purple")+  
 geom\_line(mapping =aes(x = x.vec, y =e(x.vec)),col="green")
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2.iii) [10 pts] The **Accept-Reject** algorithm is coded below:

# Solution goes here   
  
n.samps <- 10000 # Samples desired  
n <- 0 # counter for number samples accepted  
samps <- numeric(n.samps) # initialize the vector of output  
while (n < n.samps) {  
 y <- rnorm(1,65,5) # random draw from g  
 u <- runif(1)   
 if (u < f(y)/e(y)) {  
 n <- n + 1  
 samps[n] <- y  
 }  
}  
  
head(samps)

## [1] 68.56337 64.57122 65.08973 69.71352 67.59701 60.27149

Plot:

# Solution goes here   
  
hist(samps,breaks=50,probability = TRUE,main="Accept-Reject",xlim=c(40,90))  
lines(x1,f(x1),col="blue")
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#---------------ggolot2--------------  
mix.sim <-data.frame(mix=samps)  
ggplot(mix.sim)+  
 geom\_histogram(mapping=aes(x=mix,y=..density..),col="blue",bins=50)+  
 xlim(45,90)+ #对x加上限制条件  
 stat\_function(fun=f,colour="green")

## Warning: Removed 2 rows containing missing values (geom\_bar).
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1. [5 pts] Slightly change the **Accept-Reject** algorithm from Part (2.iii) to also include the acceptance rate, i.e., how many times did the algorithm accept a draw compared to the total number of trials performed. What proportion of cases were accepted? Compare this number to your chosen and comment on the result.

# Solution goes here   
  
  
f <- function(x){  
 0.5\*dnorm(x,mean=70,sd=3)+ 0.5\*dnorm(x,mean=64,sd=2.5)  
}  
  
# Accept-Reject中，n为接受的数量（因为他已经是写在if后面了）  
  
  
n.samps <- 10000 # Samples desired  
n <- 0 # counter for number samples accepted  
total\_n <- 0  
samps <- numeric(n.samps) # initialize the vector of output  
while (n < n.samps) {  
 total\_n <- total\_n + 1  
 y <- rnorm(1,65,5) # random draw from g  
 u <- runif(1)   
 if (u < f(y)/e(y)) {  
 n <- n + 1  
 samps[n] <- y  
 }  
}  
  
acceptance\_rate <- n.samps/total\_n  
acceptance\_rate

## [1] 0.4440497

# it is really close to alpha

# Part II: Maximum Likelihood Estimaiton and Newton’s Method [25 pts]

Recall in logistic regression, the likelihood function is derived by **linking** the mean of with a linear function.

**Logistic Regression Model:**

Let be independently distributed Bernoulli random variables with respective success probabilities . Then the **logistic regression model** is:

Notice with some simple algebra, the above model can be expresses as:

$$
\log \bigg{(} \frac{p\_i}{1-p\_i}\bigg{)}=\beta\_0+\beta\_1x\_{i1}+\beta\_2x\_{i2}+\cdots+\beta\_px\_{i,p} x\_i, \ \ \ \, i=1,2,\ldots,n.
$$

The main idea is to **link** the expected value of () to a linear function. This same principle can be applied to other settings.

## Data Description

Consider a geriatrics experiment designed as a prospective study to investigate the effects of two interventions on the frequency of falls. One hundred subjects were randomly assigned to one of the two interventions: education only () and education plus aerobic exercise training (). Subjects were at least 65 years of age and in reasonably good health. Three variables considered to be important as control variables were gender (female, 1=male), a balance index (), and a strength index (). The higher the balance index, the more stable the subject: and the higher the strength index, the stronger the subject. Let be the number of falls during the six month study.

setwd("C:/Users/Alan\_/Desktop/Semester1 Courses/STAT computing/sample final")  
glm.data <- read.table("CH14PR39.txt")  
names(glm.data) <- c("Y","X1","X2","X3","X4")  
head(glm.data)

## Y X1 X2 X3 X4  
## 1 1 1 0 45 70  
## 2 1 1 0 62 66  
## 3 2 1 1 43 64  
## 4 0 1 1 76 48  
## 5 2 1 0 51 72  
## 6 1 1 1 73 39

In this setting, the response variable takes on discrete count values, therefore it is reasonable to assume are independent Poisson random variables with mean . Here we can choose a link function that relates to the linear function .

**Perform the follwoing task:**

1. [25 pts] Assume are independent Poisson random variables with mean
2. Note that the link function is . Use maximum likelihood estimation to estimate the Poisson regression model. To receive full credit:

4.i) [10 pts]

# Solution goes here  
# 求似然函数：doo(Y的数据、参数、log=TRUE)  
  
pois.neg.ll <- function(beta){  
 lambda <- exp(beta[1]+  
 glm.data$X1\*beta[2]+  
 glm.data$X2\*beta[3]+  
 glm.data$X3\*beta[4]+  
 glm.data$X4\*beta[5])  
 neg.ll <- -sum(dpois(glm.data$Y, lambda, log = TRUE))  
 return(neg.ll)  
}

4.ii) [5 pts]

# Solution goes here   
pois.neg.ll(beta=rep(0,5))

## [1] 362.8506

4.iii) [10 pts]

# Solution goes here   
library(numDeriv)  
Newtons.Method <- function(f, x0, max.iter = 200, stopping.deriv = 0.01, ...) {  
   
 n <- length(x0)  
 xmat <- matrix(0, nrow = n, ncol = max.iter)  
 xmat[,1] <- x0  
 for (k in 2:max.iter) {  
 # Calculate the gradient  
 grad.cur <- grad(f, xmat[ ,k-1], ...)  
 # the hessian use hessian to be the step\_length of each step  
 hess.cur <- hessian(f, xmat[, k-1], ...)  
 # Should we stop?  
 if (all(abs(grad.cur) < stopping.deriv)) {  
 k <- k-1  
 break  
 }  
 # Move in the opposite direction of the grad solve():get inverse of matrix  
 xmat[ ,k] <- xmat[ ,k-1] - solve(hess.cur) %\*% grad.cur  
 }  
   
 xmat <- xmat[ ,1:k] # Trim  
 return(list(x = xmat[,k], xmat = xmat, k = k, minimum=f(xmat[,k],...)))  
}  
  
out <- Newtons.Method(pois.neg.ll, x0 = rep(0,5))   
out$x

## [1] 0.489467146 -1.069402560 -0.046606074 0.009469987 0.008565829

out$k

## [1] 8

#----------------------------------------------------------------------

# 如果数据集是写死的，nlm(函数、初始参数)即可  
nlm(pois.neg.ll,p=rep(0,5))

## Warning in nlm(pois.neg.ll, p = rep(0, 5)): NA/Inf replaced by maximum  
## positive value  
  
## Warning in nlm(pois.neg.ll, p = rep(0, 5)): NA/Inf replaced by maximum  
## positive value  
  
## Warning in nlm(pois.neg.ll, p = rep(0, 5)): NA/Inf replaced by maximum  
## positive value

## $minimum  
## [1] 183.6439  
##   
## $estimate  
## [1] 0.489698705 -1.069396059 -0.046623915 0.009468908 0.008563197  
##   
## $gradient  
## [1] 3.272476e-06 -1.179104e-06 3.683454e-06 2.938202e-04 1.957336e-04  
##   
## $code  
## [1] 2  
##   
## $iterations  
## [1] 56

# 如果数据集没有写死，则后面还要加上数据参量（数据为整个数据集）  
# nlm(neg.gamma.ll, c(19, 1), data = cats$Hwt)

Check the result with **glm()** (optional)

glm(Y~X1+X2+X3+X4,data=glm.data,family="poisson")

##   
## Call: glm(formula = Y ~ X1 + X2 + X3 + X4, family = "poisson", data = glm.data)  
##   
## Coefficients:  
## (Intercept) X1 X2 X3 X4   
## 0.489467 -1.069403 -0.046606 0.009470 0.008566   
##   
## Degrees of Freedom: 99 Total (i.e. Null); 95 Residual  
## Null Deviance: 199.2   
## Residual Deviance: 108.8 AIC: 377.3

##### These two results are almost the same.

# Part III: Cross Validadtion and Linear Regression [35 pts]

The goal of this section is to illustrate how the **degree** of a polynomial model can be thought of as a tuning parameter.

**Perform the follwoing task:**

1. [5 pts] Upload the dataset **finalexamtrain.csv** and plot versus using **ggplot**. Change the points to blue in the plot.

train <- read.csv("finalexamtrain.csv")  
  
ggplot(data = train) +  
 geom\_point(mapping = aes(x = x, y = Y),col="blue") +  
 labs(title = "train data Plot", x = "x", y = "Y")

![](data:image/png;base64,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)

1. [5 pts] In this setting, we regress the response variable against a single predictor using five different models:

**Linear Model: degree=1**

**Quadratic Model: degree=2**

**Cubic Model: degree=3**

**Quartic Model: degree=4**

**Quintic Model: degree=5**

Fit each model using the training data. To make your life easier, I recommend using the Inhibit Interpretation function **I()**. Display the estimated coefficients for each model.

# Solution goes here   
Linear <- lm(Y~x, data = train)  
Quadratic <- lm(Y~x+I(x^2), data = train)  
Cubic <- lm(Y~x+I(x^2)+I(x^3), data = train)  
Quartic <- lm(Y~x+I(x^2)+I(x^3)+I(x^4), data = train)  
Quintic <- lm(Y~x+I(x^2)+I(x^3)+I(x^4)+I(x^5), data = train)  
  
  
## model.quad$coefficients

1. [10 pts] Consider the dataframe **finalexamtest.csv** that contains four validation (test) sets each consisting of 50 cases. Notice that the variable **ValSet** contains four levels. More specifically, the first 50 cases belong to **TestSet1**, the next 50 cases belong to **TestSet2**, …etc.

data.test <- read.csv("finalexamtest.csv")  
head(data.test)

## x Y ValSet  
## 1 0.67 45.00438 TestSet1  
## 2 3.23 386.60818 TestSet1  
## 3 1.54 284.04469 TestSet1  
## 4 2.42 391.53059 TestSet1  
## 5 0.50 1.37337 TestSet1  
## 6 1.18 262.60680 TestSet1

tail(data.test)

## x Y ValSet  
## 195 1.00 147.2985 TestSet4  
## 196 3.12 296.8062 TestSet4  
## 197 3.42 302.9193 TestSet4  
## 198 2.09 263.6752 TestSet4  
## 199 1.69 212.8365 TestSet4  
## 200 1.65 303.2247 TestSet4

levels(data.test$ValSet)

## [1] "TestSet1" "TestSet2" "TestSet3" "TestSet4"

Write a function named **test.error** that inputs a dataframe and outputs the **test error** for each model. The function should give four predictions errors corresponding to each model, i.e., linear, quadratic, cubic, quartic, and quintic. Note that you are still using the trained models from Part (6). You are allowed to hard code some of this function. Test the \*\*test.error\* function on the full training data.

**Hint: y.test <- predict(model,newdata = data.test[“x”])**

# Solution goes here   
test.error <- function(data=train){  
 Linear.test <- predict(Linear,newdata = data["x"])  
 Quadratic.test <- predict(Quadratic,newdata = data["x"])  
 Cubic.test <- predict(Cubic,newdata = data["x"])  
 Quartic.test <- predict(Quartic,newdata = data["x"])  
 Quintic.test <- predict(Quintic,newdata = data["x"])  
   
 Linear.error <- mean((Linear.test-data$Y)^2)  
 Quadratic.error <- mean((Quadratic.test-data$Y)^2)  
 Cubic.error <- mean((Cubic.test-data$Y)^2)  
 Quartic.error <- mean((Quartic.test-data$Y)^2)  
 Quintic.error <- mean((Quintic.test-data$Y)^2)  
   
 return(c(Linear.error,Quadratic.error,Cubic.error,  
 Quartic.error,Quintic.error))  
}  
  
test.error(train)

## [1] 3211.680 2485.083 2452.323 2450.637 2446.708

1. [10 pts] Use the **Split/Apply/Combine** model to compute the test error for each test set: **TestSet1**, **TestSet2**, **TestSet3**, **TestSet4**. You can exhaustively perform this task for partial credit. Display the test errors for each test set and each model. Also display the average test error over each validation set.

# Solution goes here   
# 只是说Split/Apply/Combine，没有说其他的，就还是用第二种好啦  
# apply()函数中，1是对列求值，2是对行求值  
  
  
library(plyr)  
five\_error <- daply(data.test, .(ValSet), test.error)  
five\_error

##   
## ValSet 1 2 3 4 5  
## TestSet1 3611.566 3324.065 3068.520 3074.860 3091.755  
## TestSet2 3466.068 2832.745 2797.414 2804.055 2828.324  
## TestSet3 3434.612 3087.183 2951.258 2973.750 3068.169  
## TestSet4 2524.945 1687.839 1794.613 1795.619 1807.527

apply(five\_error,2,mean)

## 1 2 3 4 5   
## 3259.298 2732.958 2652.951 2662.071 2698.944

##--------------------------------------  
  
data.split <- split(data.test, data.test$ValSet)  
names(data.split)

## [1] "TestSet1" "TestSet2" "TestSet3" "TestSet4"

five\_error2 <- sapply(data.split,test.error)  
five\_error2

## TestSet1 TestSet2 TestSet3 TestSet4  
## [1,] 3611.566 3466.068 3434.612 2524.945  
## [2,] 3324.065 2832.745 3087.183 1687.839  
## [3,] 3068.520 2797.414 2951.258 1794.613  
## [4,] 3074.860 2804.055 2973.750 1795.619  
## [5,] 3091.755 2828.324 3068.169 1807.527

apply(five\_error2, 1, mean)

## [1] 3259.298 2732.958 2652.951 2662.071 2698.944

1. [5 pts] Create a plot (base R or ggplot) showing both the **average test error** and the **training error** as a function of the polynomial’s **degree**. Briefly comment on this plot.

# Solution goes here   
training\_error <- test.error(train)  
avg\_test\_error <- apply(five\_error,2,mean)  
  
plot(c(1:5),training\_error,col="blue",type="l",xlab = "polynomial's degree",ylab = "error")  
lines(c(1:5),avg\_test\_error,col="red")  
legend("topright", legend = c("training\_error","avg\_test\_error"),  
 fill = c("blue","red"))

![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAeAAAAGACAMAAABC/kH9AAAAeFBMVEUAAAAAADoAAGYAAP8AOpAAZrY6AAA6ADo6AGY6Ojo6OpA6kNtmAABmADpmOpBmZmZmkJBmtrZmtv+QOgCQZgCQkGaQtpCQ27aQ2/+2ZgC2tma225C2/7a2///bkDrb2//b/7bb////AAD/tmb/25D//7b//9v///9W4YadAAAACXBIWXMAAA7DAAAOwwHHb6hkAAAO1UlEQVR4nO2dDXujuBVGnUzi6a49bTfptGE/aBPs8P//YZHEp0FYEroEvbzneTZLsEdWfLhCEuJyKAk0h6+uAJGFgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBwKBgcCgaHgsGhYHAoGBwKBoeCwaFgcCgYHAoGh4LBoWBw/AR/vh40j38JVYfExktwfjiZjaLZIFvHR/Dna6s1f3oXqAyJj4/g6/ml2SzYSCcCIxgcz3NwHcI8ByeDXy/6eja9aGv8Hm75GO0hUZAR7F/cR9zyv4QtzhVsRjCC4R0JvjvRQcErISP4/kTHRHHpG96NYIdh0lRxyRvejWCHiQ4KXoktRXDyhncj2GGiY1jct/r/iRvej2CHiY7BbxQsxkbGwRiGKbi0zaBRsBRCgvNKoT4N5469aAjD+xGcP7xVp+Hn0l9w0oZ3I9gMkz5fqy6Wq2CIEN6N4GaiI3t69xacsuHhHzVz0a54Gf7enxoabMeuU4w3lr2JjuzZWTCC4RvB3zqGr8RV6FOnGG9UNFqr4TAFIwpup7I+X93notM37Cj4cjwcnv7346c6+DMz3FDKr+ffzuqX/nap3vDws+qzdqgRStVCXlUBf5pSit6um+97IxMdit0IrhWqWb7suRlyqD3VRvVLf7vMtL6+YLX3cjyZAkwphT4snuvf5urkXPnFzAlO1rCfYB1ybyqgX7o91S/9bfVadRj0BOtX1EU6U4D6Ybo8hTo0xjP/koKrhmPQttwrLnnDfoLb6zFts2za6v62udpa9L5Gs10fB+Z95ihods3Wybny96jOHKfLr+/27gQF62+mOp8+/nG0C87Hgutx10hw/S/n6+Rc+TtUA+C6XfG6Hpy6YW/BWs1lRrAtgutCviqCzcd+VzXxWdHRE5ymYdeJjlah/naKmSbauMsH5+CX3ob+0TsHryZYT1X+t/SM4NRD2PU7Ut9PG3vX8+FkFWzpRavmsRPc60Wv1US381dT/bqZ4hIPYefvKKvGwc05+OEta4ZGE4JVb+bx90EzmJvlyD3B7Th4vU5W3agUh/EnzhaXdghLXWxYcovmhsbBirRDOL5gfQ62NoMubExw2oYFIliPil707KbGOrGwuE4UfJ/dXA9eUFxPcHqGKdihuJQNU7BDcRQcl80JTtmw85Kd+4wW9Vh3etUpxhuXFtcXnJjhG8EfHb7f3uRFmqCFINsTnHAIU7BTcemGsLvgrB7d6plktXBjuDBHL+p5bxbnmFHwS72zxW3pzgYFpxvCzoLrlTqfr+regOzpfXRJQQdrszhHHwfF4eZqoOPSna0LTsqwq+B2pU6uLxqcphbmvHSLc4p2jWpPsOvSnS0KTtawzzm4XalTCRlf1q9fKOvr+MbwQLDr0h0Kjoiz4Galjmqr29s/RoKbxTkmZ9HLjWDHpTubFJyqYVfB7Uqdqon9U6mcieCG7GbBhuvSnQQEp2PYdaKjXalTiflHtT29MGfYp7pdU+e6dEdIcEAitD4Qgu20K3XUeEl3pMe96FO3OEcH62jZs+PSHaElOyGJ0Pqkadj5O2pW6rRrXkYLc7JmHGyC3VwIzkbj4PtLd0QEh6ZR6gAXPIlM7nS5ZbMGr2WzPZI0HCp4+cIcOxuN4BvBiRgOjmDnhTn+S3ekzsF+idAmSDGEd3Q92DMR2gQphvCOBEcoLkHDFOxTHAVHYZsTHZr0DO9H8OKJDgUFx2Crw6RyJDgBw7sRHGGiQ5Gc4d0IjhPBFByDzU50KFIzfNgizpX3+lOXT3QobgVv3vAG2e44WJFaCG+QlQV7thwM4cVseKJDwRBeyoYnOhQM4aVseZikoOGFbHmiQ0HBC0kugmnYj01PdChoeBmbnuhQUPAytj3RoaDhRaQomIY9kBTsm/HdAkN4CUKCgzK+W2AIL0FGcGDGdwsM4QXITXQEZHy3wBBegJDgwIzvFmg4HKGJjsCM7xYoOByhTlZoxvdpJgTTsCPbHwcraDgYCgYnDcE0HAwFg5OIYBoOJWXBNOxAKoIZwoEkLZiG75OMYBoOg4LB8RfcWzK5xue2TAqm4Xv4Cw56NET453YwhEMIaKKj5FSMJZiG7xASwYc7N5ZF/dweNBxAOp0sCg4iJcE0HECIYJ3ydD7daaz7g4dMC6bhOUI6Wfp+o9y6WKOMeH/wDQxhb8LHwbbldGXUuwuHMIS9CR8Hz4yWIt4ffAMN+5JWBFOwN1Ln4Gj3Bw+xCKZhK0K96Hj3B9/AEPYkqXFwyRD2Jp2rSTU07IfQ1SSZiQ4FBfshczVJaqJDQcNeiFxNkhsmlXbBNDzJ1hOhTcAQ9kGkkyUawQxhL2Q6WWITHRqGsAdCS3bEJjoUDGEPUlqy00LD7qw8k+X/rIgpKNgduTxZz3qyI0oKh1usgml4RIjgqpF+es/m+tKq75wdnmMlYRlBw86EdLIe3iqBc08k18OkIloitDEU7EzYOFhpy++s6DCdbYGJDgUNuxI2DlaCZ0ZL4hFMwc6ER3BmX7LTnYOt015LO+U07EjwOXh2yY5wL7qcE0zDAwJ70feW7MT7XBsMYTdSW7LTwhB2Q0hw3rTOtr728uOFhp2QEaxykV7PzyUFfzkigk3f+fN1ZrQsKpiGO0RXdFQjKTnBDGEnBCO4Inv+GsE03CJ0Dq61VgMqOcE07IJYL9o00p+vFPy1JDsOVswa/qBjBazgUjum5KQF3zNcUjK8YMWuJact2NFwuWPJexGs+Nij5T0J1uxNcuKCAwyX+5K8S8GKvUhOXXC44RJS8qifsWvBCoie10fL6KXkBS82rEhUsl1rBwU3pCPZxWtL+oKjGS63LXmmGZ6Dgm/ZmOQwrR0AgmMbLrfQ81rqtUVIsFwitAniC9Z8geTAZngOoSU7gonQxggJVqwjOb7WDtlFd2J3Fw4RNFxGlPxhI0rpFhJMhDZGVrBiRoNV26oerUBE8AqGS6vJNT56AVLnYMlEaGNWEZwmQr1o0URoE9CwDYRxcEnBdkAE07ANhIkOBQVbQJjo0NDwNBjDpJKCbUBMdCgoeBqYCKbhaTAmOhQUPAnIRIeChqdAGQeXFDzNyoLjZHy3QMMTCAnOqs6zekipNeEhBa+EjGDt9/vbzDN4JATT8ARC4+CTSqGkNtcbJpUUPIXYREc9Fl5tokNDwyOEmugqevP1I5iCx8gIvp4f/+rl9V9anDs0fIvUMKkwg6HnSMW5QsG3AE10KCj4FjDBNHyLkOAVMr5PQ8E3CF1NWiHjuwUaHiJ4PVg447sFCh4iuqJDNuO7BRoeILuiQzTjuwUKHiB0Dl4l47sFGu4j1oteIeO7BQrugzYOVtBwDwoGh4LBQRRMwz0oGBxIwTTcQcHgYAqm4RYKBgdUMA03UDA4qIJpuAZXsEb6U7YPrGDDt5Z1Pm97gAvu+LZT17sR3GNXqvcouGMHYb1vwT1QVVPwCKywpuA5AFRTsBvf/Pjq6nZQsAiex4PgMUPBqRB4LFAwOBQMDgWDQ8HgUDA4FAwOBYPzZYLJSnyRYPHCJeoLXU0KBq8mBYNXk4LBq0nB4NWkYPBqUjB4NSkYvJoUDF5Nzi2CQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDIyn48rfpR7OE8vl6OBxOUYvUj2O0PQx5AZnlAdqhXM9qqaz1qb4zCApWj5OOWd7na2UiD/or7ahHQVkfdx1McYgs+PI9tIpygouD7elZgVyO6qFNtmeuhXE9n9SRE/egUfEWWXAR/FeLCS4Op/BazZUbv0GNLjh/+ldkwXlwDSXPwSKCs/iF5pGPmao9jX0Ozn4J7X6kJriI3ssqYnfc1DM8Iwu+nlV5WUg9ExNcRO5jafQTkeORV6XFjmBN0PeZluD48WuKjdlG6w6viGDTy/QkKcG5jN+wb85GXt/fGbHImqCxUkqC8/hfmlEbv6mJHMELqpmQ4MtRIH6VifbJ5nGLjVqe6nqgd7Lqti/ymCYTaU2jn4ODq8mLDeBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA6a4OvZ7Q6ewfuqXyZvERbIB7I6exV8+48oOBFCBU8mbaPgr+by/d/HOodKYdLQVK70vbT58/X829ncclm/dDmqHafLUe01B0J9U2b1y/Xv76V6pb1HU2XA+6kE501+m8zsuf74qRKAtbtzgfR7EUlc8LESUigphZb2rFvb6uv/fH25nlVivOq/5qXLUWfKU3Ie/9KC1aGg3mFs69voi9qwytZUHOoS9K3nzR6T8abd3W5slNQFq282f3o3N+kX6ut/Ubou3990ErtKWvuSfnP9Q7/p+uPNaDWC+/erm5wJ2YMpRb003NPubjfW/+PdSF2wNqPk1TGoXFWBWTnX1tTZtXlJbzQ/mnN10bXX/dyaxlhVsDkNV/+g3aPf3O1uNtb+011JXLDOO9MKrsO3cpGdyqHgZmMguDp9Pv7RRrDJZmtM5a3gJmdOPhTc7C7EcupEAkpw2/T+58dbeT+C2x29rndmOs43Edzf04vgMoGOduKC9Tk4G56Dq0j8peoHNYJ75+AbwdpZcRgIrjfrzLa1zvGednfQsGxNUhdc95L7veg6YVoroutFT0Tw9Xw4NZ0sFYxNRJrud92L1nHd9aJr02Z3u7FRUhf8z2N9/uvGwXXL3UVaOw6eOAc/vGVtmBb9JE2DcbBunqtx8OPv9QCrt7vd2CapC55sIC+/CmSK1Gx4PGQBUnAuMO+gP8qMepMCUPDlKJHq1YyMNt6jmiBtweQuFAwOBYNDweBQMDgUDA4Fg0PB4FAwOBQMDgWDQ8HgUDA4FAwOBYNDweBQMDgUDA4Fg0PB4FAwOP8HjW9qE30PDBoAAAAASUVORK5CYII=)

##### The linear degree=1 model does a poor job on both the training and test datasets. The test error achievesits minimum at degree 2. The training error continues to decrease as the degree increases. As the degreeincreases, we expect for the test error to increase and the training error to decrease.